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Ground rules

(1) Whenever you have questions / remarks,
please don’t ask Google | but

share them with the whole group.

(2) As we have to use zoom,

please feel free to interrupt me any time as I
might not see you raising your hand.



What could be wrong with such a study?

H_0: There is no difference.

20 people without a driving licence participate.
They are taught to drive in a lecture of 2 hours.

Results: The BMW is significantly better than the Audi (p<0.01)

Adopted from: Dag LK. Sjeberg, Keynote at the International Conference on Product-Focused SW Process Improvement 2016, Trondheim, Norway.
Image sources: Manufacturer websites



Goal of the lecture
What is this little thing called “Empirical Software Engineering”?

What we will discuss Focus:

What & Why
e In a nutshell: p

» Broader perspective on Software Engineering (SE) as a scientific discipline

* A few principles, concepts, and terms in Empirical SE

« Why we need empiricism in Software Engineering research

« What the perspectives are for the research community and for you

¥

Basis for...

e Course on research methods

 Master Thesis projects

e The time afterwards



Outline

« What is Empirical Software Engineering?
« Why do we need Empirical Software Engineering?

« What are the perspectives in Empirical Software Engineering?



Outline

« Why do we need Empirical Software Engineering?

« What are the perspectives in Empirical Software Engineering?



Let’s start step by step....

What is science?
-- What do you think? --



“Science” wasn’t built in a day...

Science is understood as the human undertaking for the search of
knowledge (through systematic application of scientific methods)

- Needs to be considered in a historical context
- Increased understanding of scientific practice (and what science eventually is)

384-322 BC 1561-1626 ... 1694-1778  1724-1804 ... 1896-1980 1902-1994
Aristoteles Bacon Voltaire Kant Piaget Popper
« Search for laws and «  Progress of « Emancipation from * Era of constructivism
reasoning for phenomena 1, - 10 dge of gods and beliefs . Falsificati.on as
» Understanding the nature .16 (re ality) - System of demarcation
of phenomena - Draw benefits from Epistemology (theory . ]C;.ltflofn "
knowledge growth of knowledge) irth of nu

hypothesis testing



Scientific practices and research methods have

changed over time, the role of empiricism* not
384-322 BC Today

Le Petit Prince (1943)

* Gaining knowledge through sensory experiences



Scientific knowledge and practice

Scientific knowledge is the portrait of
our understanding of reality (via scientific theories).

Necessary postulates for scientific practice (selected):

* There are certain rules, principles, and norms for scientific practices
« Rationalism: Reasoning by argument / logical inference / mathematical proof
« Empiricism: Reasoning by sensory experiences (case studies, experiments,...)

* There is nothing absolute about truth

* There is a scientific community to judge about the quality of empirical
studies



What is Software Engineering research?
[s it scientific?
-- What do you think? --



Ditterent purposes in science

» Gaining and validating new « Applying scientific methods to
insights practical ends
* Often theoretical character * Often practical (& pragmatic)

* Typically addressed by natural character

and social sciences * Typically addressed by
engineering disciplines

In software engineering research, we
* apply scientific methods to practical ends (treating design science problems)
e treat insight-oriented questions, thus, we are an insight-oriented science, too



Ditterent purposes in science

Basic Science

* Graph theory
(Konigsberg Bridge problem)
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What is Software Engineering research?
[s it scientific?

-- Yes, Software Engineering research is scientific! --



Empirical Software Engineering

The ultimate goal of Empirical Software Engineering is to advance
our body of knowledge by building and evaluating theories.

Relevance from a theoretical and practical perspective: by
D VGn Y
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about the discipline and (e.g. social) phenomena
involved

and limitations and effects of
artefacts (e.g. by evaluating technologies, techniques, |
processes, models, etc.) in their practical contexts &
PRACTICE
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But what is a Scientific Theory?
-- What do you think? --



Theories (generally speaking)

A theory is a belief that there is a pattern in phenomena.

Examples (following this general notion of theory):
 “Earth is flat”

e “Vaccinations lead to autism”
 “Wearing face masks does more harm than the effects of COVID-19”

Are these theories scientific?



Scientific Theories

A scientific theory is a belief that there is a pattern in phenomena while
having survived Note: Addresses so-called

1. tests against sensory experiences Demarcation Problem to
. 5 y €Xp distinguish science from non-

2. criticism by critical peers science (as per introduction by K.
Popper)

1. Tests
« Experiments, simulations, ...

* Replications

In scope of empirical research methods
2. Criticism (but out of scope for today)

* Peer reviews / acceptance in the community

e Corroborations / extensions with further theories



Scientific Theories have...

. Analytical Explanatory Predictive Explanatory &
Scope Descriptions and  Identification of Prediction of what  Prediction of what
conceptualisation, phenomena by will happen inthe  will happen in the
including identifying causes,  future future and
taxonomies, mechanisms or - What will happen?  explanation
classifications, and reasons - What will happen
ontologies - Why is? and why?
- What is?
. . . Note: Law “versus” Theory
cos quallty criteria: Alaw is a descriptive theory
e Testabili ty without explanations (i.e. an

analytical theory)

» Level of confidence (,,relation to existing evidence”
» Usefulness to researchers and practitioners (,,impact and implications”)

Adapted from: Sjeberg, D., Dyb4, T., Anda, B., Hannay, J. Building Theories in Software Engineering, 2010.
Further information on: https:/ /goo.gl/SQQwxt



https://goo.gl/SQQwxt

Exemplary framework for describing theories
in Software Engineering

* Constructs: What are the basic elements?
(Actors, technologies, activities, system entities, context factors)

* Propositions: How do the constructs interact?
 Explanations: Why are the propositions as specified?

* Scope: What is the universe of discourse in which the theory is
applicable?

Source (framework): Sjoberg, D., Dyb4, T., Anda, B., Hannay, J. Building Theories in Software Engineering, 2010.
Source (example): Wagner, Mendez et al. Status Quo in Requirements Engineering: A Theory and a Global Family of Surveys, TOSEM 2018.



Exemplary framework for describing theories

rechcl — Example
[ - ]

Req Elicitation Technique

Interview

Scenario [ P15 | Req Elicitation j:/
Prototyping L

Facilitated Meetings

Observation

Req Documentation Technique
Structured req list
Domain/business process model

Use case model ]
Goal model Pe13 Req Documentation }— X a ( O r S

Data model -

Non-functional req

Textual Req Engineer —
Semi-formal

Formal

Req Change Approach
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Control . .
Taioring “Structured requirements lists are documented

textually in free form or textually with constraints.”

‘—‘ Req Eng Process Standard ~ ————— Req Standard Definti
Compliance

Development

Tool support Explanation and Scope:

Quality assurance

Fasas | Project — “Free-form and constraint textual requirements are

Knowledge transfer

Process complexity sufficient for many contexts such as in agile projects

Communication demand

o e dsation where they only act as reminders for further
conversations.”

Req Improvement Means
Continuous improvement P 45-49

Req Eng Improvement ’—
Strengths/weaknesses L 9 =ng fmp
Own business unit/role

Source (framework): Sjeberg, D., Dyba, T., Anda, B., Hannay, J. Building Theories in Sottware Engineering, 2010.
Source (example): Wagner, Mendez et al. Status Quo in Requirements Engineering: A Theory and a Global Family of Surveys, TOSEM 2018.



Note: We don’t “test theories”, but

The Orie S and hyp O the Ses their consequences via hypotheses

Theory / Theories

Theory (Pattern) Hypothesis
Building

Building

(Tentative) Hypothesis

1

Falsification /
Corroborati

Empirical Approaches

(i.e. testable propositions)

Scientific theory

« “[...] based on hypotheses tested and verified
multiple times by detached researchers” (J. Bortz
and N. Doring, 2003)

Hypothesis

e “[...] a statement that Eroposes a possible

explanation to some phenomenon or event” (L.
Given, 2008)

 Grounded in theory, testable and falsifiable

+ Often quantified and written as a conditional
statement

If cause/assumption (independent variables)
then (=>) consequence (dependent variables)



From real world phenomena to theories and back:
The empirical life cycle

Theory / Theories

(Creative) Synthesis of an

: Abductyon explanatory case from a general rule
and a particular result (observation)

Theory (Pattern) Hypothesis
Bulldmg Building

I

Deduction

Application of a general rule
to a particular case,
inferring a specific result

Induction

Inference of a
general rule
from a particular
case/result
(observation)

(Tentative) Hypothesis

Falsification /
Corroborati

Empirical Approaches

T l Empirical Inquiries
o @ . .
Units of Analysis
II. Ill Sampling Frame

TSampling

4\
ln.‘

Source: Mendez and Passoth. Empirical Software
Engineering: from Discipline to Interdiscipline, 2018.



From real world phenomena
The empirical life cycle

Further reading and outlook

to theories and back:

The Journal of Systems and Software 148 (2019) 170-179

Contents lists available at ScienceDirect

SOFTWARE

The Journal of Systems and Software .

journal homepage: www.elsevier.com/locate/jss

Controversy Corner

Empirical software engineering: From discipline to interdiscipline ()

Ghook for
e

Daniel Méndez Ferndndez**, Jan-Hendrik Passoth"

*Software and Systems Engineering, Technical University of Munich, Germany
®Munich Center for Technology in Society, Technical University of Munich, Germany

ARTICLE INFO ABSTRACT

Article history:

Received 21 May 2018

Revised 9 November 2018
Accepted 15 November 2018
Available online 16 November 2018

Empirical software engineering has received much attention in recent years and coined the shift from
a more design-science-driven engineering discipline to an insight-oriented, and theory-centric one. Yet,
we still face many challenges, among which some increase the need for interdisciplinary research. This is
especially true for the investigation of social, cultural and human-centric aspects of software engineering.
Although we can already observe an increased recognition of the need for more interdisciplinary research
Keywords in (empirical) software such research come with challenges barely discussed
Empirical software engineering from a scientific point of view. In this position paper, we critically reflect upon the epistemological setting
Interdisciplinary research of empirical software engineering and elaborate its configuration as an Interdiscipline. In particular, we (1)
Symmetrical collaboration elaborate a pragmatic view on empirical research for software engineering reflecting a cyclic process for
Science & technology studies knowledge creation, (2) motivate a path towards symmetrical interdisciplinary research, and (3) adopt
five rules of thumb from other interdisciplinary collaborations in our field before concluding with new
emerging challenges. This supports to elevate empirical software engineering from a developing discipline
moving towards a paradigmatic stage of normal science to one that configures interdisciplinary teams and
research methods symmetrically.

© 2018 Elsevier Inc. All rights reserved.
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inferring a specific result

Preprint: https:/ /arxiv.org/abs/1805.08302

+ Epistemological setting of Empirical Software Engineering
* Theory building and evaluation
 Challenges in Empirical Software Engineering

"\ 1/

Engineering: from Discipline to Interdiscipline, 2018.
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Outline

« What is Empirical Software Engineering?

« What are the perspectives in Empirical Software Engineering?



Empirical Software Engineering

The ultimate goal of Empirical Software Engineering is to advance
our body of knowledge by building and evaluating theories.

Relevance from a theoretical and practical perspective: by
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and limitations and effects of
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What are exemplary scientific
Software Engineering Theories?

-- Which ones do you know? --



Scientific Theories in Software Engineering




Current state of evidence in Software Engineering

“[...] judging a theory by assessing the number,
faith, and vocal energy of its supporters [...] basic
political credo of contemporary religious maniacs”

— Imre Lakatos, 1970

* Addressing the situation in the quantum mechanics research community, an analogy



Example: Goal-oriented RE

Papers published [1]: 966

Papers including a case study [1]: 131 . -

Studies involving practitioners [2]: 20

Practitioners actually using GORE [3]: ~ 5%

[1] Horkoff et al. Goal-Oriented Requirements Engineering: A Systematic Literature Map, 2016

1
[2] Mavin, et al. Does Goal-Oriented Requirements Engineering Achieve its Goal?, 2017
[3] Mendez et al. Naming the Pain in Requirements Engineering Initiative — www.napire.org



Example: Goal-oriented RE

For comparison:

Icelanders believing in elves [4]: 54%

[4] https:/ /www.nationalgeographic.com/travel / destinations / europe /iceland / believes-elves-exist-mythology /

Practitioners actually using GORE [3]: ~ 5%

[1] Horkoff et al. Goal-Oriented Requirements Engineering: A Systematic Literature Map, 2016

[2] Mavin, et al. Does Goal-Oriented Requirements Engineering Achieve its Goal?, 2017
[3] Mendez et al. Naming the Pain in Requirements Engineering Initiative — www.napire.org



Current state of evidence in Software Engineering

—

Available studies often...

In favour /
corroboration

e ... remain isolated

... discuss little (to no) relation

to existing evidence Third-party claim

* ... strengthen confidence on own hopes g or cecond et
(and don’t report anything around) In most cases, we

* ... don’t report negative results are here

First or second party claim

Third-party claim

Against /

refueation | Evidence

O

Source (levels of evidence): Wohlin. An Evidence Profile for Software Engineering Research and Practice, 2013.



Conventional Wisdom in SE

“Leprechauns”: Folklore turned into facts

« Emerge from times where claims by R

authorities were treated as “facts” 1
[‘ ‘ LEPRECHAUNS

* Neglecting particularities R

of practical contexts l\® — gﬁgf géElNG ‘/'

 Reasons manifold:

 Lack of empirical awareness

* Neglecting relation to existing evidence

* No proper citations |
(one side of the medal, over-conclusions, etc.) HOW FOLKLORE TURNS INTO FACT AND WHAT T0 DO ABOUT IT

e Lack of data
. LAURENT BossauT

L — —




Exemplary symptoms: # NoEstimates

Don’t plan to fail! Or how to never
be late, never ever! #NoEstimates

« What are benefits and
drawbacks of #noestimates?

4.4 35 Project management methodologies involve some kind of estimates on

the content of the project (i.e. scope) and effort/duration (i.e. schedule). o Wh at are prOj e Ct

Simple techniques like WBS (work breakdown structure) with Gantt Charts or .

more complex techniques like PERT (Program Evaluation and Review Clrcumstance S /

Technique) involve estimating the content and ultimately the duration or effort . . .
ofeach characteristics under which

such philosophy applies?

»The key insight is this: spiraling delays are normal in

projects. They.are entirely predictable (gs in we So far: no evidence, no trade-
know they will happen), but also entirely

unpredictable (as in we don’t know which delays offs, no balanced discussion,

will spiral out of control). So we must prepare for but only rather ”religious”
them. [...] core principle of #NoEstimates: Always be discussions.

ready to stop the project and deliver value, at any time.”

Source (first post on this topic): http:/ / zuill.us/ WoodyZuill /2012 /12 /10 / no-estimate-programming-series-intro-post/



Exemplary “leprechaun”:
Go To statements considered harmful

1968

Edgar Dijkstra: Go To Statement Considered Harmful

Go To Statement Considered Harmful

Key Words and Phrases: go to statement, jump instruction,
branch instruction, conditional clause, alternative clause, repet-
itive clause, program intelligibility, program sequencing

i CR Categories: 4.22, 5.23, 5.24

EpITOR:

For a number of years I have been familiar with the observation
that the quality of programmers is a decreasing function of the
density of go to statements in the programs they produce. More
recently I discovered why the use of the go to statement has such
disastrous effects, and I became convinced that the go to state-
ment should be abolished from all “higher level” programming
languages (i.e. everything except, perhaps, plain machine code).
At’that time I did not attach too much importance to this dis-
covery; I now submit my considerations for publication because
in very recent discussions in which the subject turned up, I have
been urged to do so.

My first remark is that, although the programmer’s activity
ends when he has constructed a correct program, the process
taking place under control of his program is the true subject
matter of his uctivity, for it is this process that has to accomplish
the desired effect; it is this process that in its dynamic behavior
has to satisfy the desired speci ions. Yet, once the program has
been made, the “‘making” of the corresponding process is dele-

gated to the machine.
Ax

dynamic progress is only characterized when we also give to which
call of the procedure we refer. With the inclusion of procedures
we can characterize the progress of the process via a sequence of
textual indices, the length of this sequence being equal to the
dynamic depth of procedure calling.

Let us now consider repetition clauses (like, while B repeat A
or repeat A until B). Logically speaking, such clauses are now
superfluous, because we can express repetition with the aid of
recursive procedures. For reasons of realism I don’t wish to ex-
clude them: on the one hand, repetition clauses can be imple-
mented quite comfortably with present day finite equipment; on
the other hand, the reasoning pattern known as “induction’
makes us well equipped to retain our intellectual grasp on the
processes generated by repetition clauses. With the inclusion of
the repetition clauses textual indices are no longer sufficient to
describe the dynamic progress of the process. With each entry into
a repetition clause, however, we can associate a so-called ‘“dy-
namic index,” inexorably counting the ordinal number of the
corresponding current repetition. As repetition clauses (just as
procedure calls) may be applied nestedly, we find that now the
progress of the process can always be uniquely characterized by a
(mixed) sequence of textual and/or dynamic indices.

The main point is that the values of these indices are outside
programmer’s control; they are generated (either by the write-up
of his program or by the dynamic evolution of the process) whether
he wishes or not. They provide independent coordinates in which

 Public exchange based on reasoning by argument (rationalist arguments)...
... finally tackled by one empirical study nearly 50 years later.

] Edsger Dijkstra . Go To Statement Considered Harmful. Communications of the ACM, 1968.

] Frank Rubin. ”GOTO Considered Harmful" Considered Harmful. Communications of the ACM, 1969.

] Donald Moore et al. " 'GOTO Considered Harmful' Considered Harmful" Considered Harmful?" Communications of the ACM, 1987.
]

[
[
[3
[4] Nagappan et al. An empirical study of goto in C code from GitHub repositories, 2015.



Exemplary “leprechaun”:
Go To statements considered harmful

1968

Edgar Dijkstra: Go To Statement Considered Harmful

Go To Statement Considered Harmful

Key Words and Phrases: go to statement, jump instruction,
branch instruction, conditional clause, alternative clause, repet-
itive clause, program intelligibility, program sequencing

i CR Categories: 4.22, 5.23, 5.24

EpITOR:

For a number of years I have been familiar with the observation
that the quality of programmers is a decreasing function of the
density of go to statements in the programs they produce. More
recently I discovered why the use of the go to statement has such
disastrous effects, and I became convinced that the go to state-
ment should be abolished from all “higher level” programming
languages (i.e. everything except, perhaps, plain machine code).
At’that time I did not attach too much importance to this dis-
covery; I now submit my considerations for publication because
in very recent discussions in which the subject turned up, I have
been urged to do so.

My first remark is that, although the programmer’s activity
ends when he has constructed a correct program, the process
taking place under control of his program is the true subject
matter of his uctivity, for it is this process that has to accomplish
the desired effect; it is this process that in its dynamic behavior
has to satisfy the desired speci ions. Yet, once the program has
been made, the “‘making” of the corresponding process is dele-
gated to the machine.

Ax )

dynamic progress is only characterized when we also give to which
call of the procedure we refer. With the inclusion of procedures
we can characterize the progress of the process via a sequence of
textual indices, the length of this sequence being equal to the
dynamic depth of procedure calling.

Let us now consider repetition clauses (like, while B repeat A
or repeat A until B). Logically speaking, such clauses are now
superfluous, because we can express repetition with the aid of
recursive procedures. For reasons of realism I don’t wish to ex-
clude them: on the one hand, repetition clauses can be imple-
mented quite comfortably with present day finite equipment; on
the other hand, the reasoning pattern known as “induction’
makes us well equipped to retain our intellectual grasp on the
processes generated by repetition clauses. With the inclusion of
the repetition clauses textual indices are no longer sufficient to
describe the dynamic progress of the process. With each entry into
a repetition clause, however, we can associate a so-called ‘“dy-
namic index,” inexorably counting the ordinal number of the
corresponding current repetition. As repetition clauses (just as
procedure calls) may be applied nestedly, we find that now the
progress of the process can always be uniquely characterized by a
(mixed) sequence of textual and/or dynamic indices.

The main point is that the values of these indices are outside
programmer’s control; they are generated (either by the write-up
of his program or by the dynamic evolution of the process) whether
he wishes or not. They provide independent coordinates in which

1969

“GOTO Considered Harmful”
Considered Harmful

The most-noted item ever pub-
lished in Communications was a
letter from Edsger W. Dijkstra
entitled “Go To Statement Con-
sidered Harmful” [1] which at-
tempted to give a reason why the
GOTO statement might be harm-
ful. Although the argument was
academic and unconvincing, its
title seems to have become fixed
in the mind of every programming
manager and methodologist. Con-
sequently, the notion that the
GOTO is harmful is accepted al-
most universally, without question
or doubt. To many people, “struc-
tured programming” and “GOTO-
less programming” have become
synonymous.

 Public exchange based on reasoning by argument (rationalist arguments)...
... finally tackled by one empirical study nearly 50 years later.

1] Edsger Dijkstra . Go To Statement Considered Harmful. Communications of the ACM, 1968.

3

Donald Moore et al. " 'GOTO Considered Harmful' Considered Harmful" Considered Harmful?" Communications of the ACM, 1987.

[1]
[2] Frank Rubin. ”GOTO Considered Harmful" Considered Harmful. Communications of the ACM, 1969.
[3]
[4] Nagappan et al. An empirical study of goto in C code from GitHub repositories, 2015.
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corresponding current repetition. As repetition clauses (just as
procedure calls) may be applied nestedly, we find that now the
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programmer’s control; they are generated (either by the write-up
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1969

“GOTO Considered Harmful”
Considered Harmful

The most-noted item ever pub-
lished in Communications was a
letter from Edsger W. Dijkstra
entitled “Go To Statement Con-
sidered Harmful” [1] which at-
tempted to give a reason why the
GOTO statement might be harm-
ful. Although the argument was
academic and unconvincing, its
title seems to have become fixed
in the mind of every programming
manager and methodologist. Con-
sequently, the notion that the
GOTO is harmful is accepted al-
most universally, without question
or doubt. To many people, “struc-
tured programming” and “GOTO-
less programming” have become
synonymous.

1987

“‘GOTO Considered Harmful’
Considered Harmful” Considered
Harmful?

I enjoyed Frank Rubin’s letter
(“*GOTO Considered Harmful’
Considered Harmful,” March 1987,
pp. 195-196), and welcome it as an
opportunity to get a discussion
started. As a software engineer, I
have found it interesting over the
last 10 years to write programs
both with and without GOTO
statements at key points. There
are cases where adding a GOTO as
a quick exit from a deeply nested
structure is convenient, and there
are cases where revising to elimi-
nate the GOTO actually simplifies
the program.

 Public exchange based on reasoning by argument (rationalist arguments)...
... finally tackled by one empirical study nearly 50 years later.

1] Edsger Dijkstra . Go To Statement Considered Harmful. Communications of the ACM, 1968.

Frank Rubin. ”GOTO Considered Harmful" Considered Harmful. Communications of the ACM, 1969.
Donald Moore et al. " 'GOTO Considered Harmful' Considered Harmful" Considered Harmful?" Communications of the ACM, 1987.
4] Nagappan et al. An empirical study of goto in C code from GitHub repositories, 2015.



[
[
[
[

1

]
]
]
]

Exemplary “leprechaun”:
Go To statements considered harmful

Edgar Dijkstra: Go T/

Go To Statement Consider
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An Empirical Study of Goto in C Code from GitHub
Repositories

Meiyappan Nagappan', Romain Robbes?, Yasutaka Kamei®, Eric Tanter?,
Shane Mclntosh*, Audris Mockus®, Ahmed E. Hassan¢
'Rochester Institute of Technology, Rochester, NY, USA; ?Computer Science Department (DCC),
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ABSTRACT

It is nearly 50 years since Dijkstra argued that goto ob-
scures the flow of control in program execution and urged
programmers to abandon the goto statement. While past
research has shown that goto is still in use, little is known
about whether goto is used in the unrestricted manner that
Dijkstra feared, and if it is ‘harmful’ enough to be a part of
a post-release bug. We, therefore, conduct a two part em-
pirical study - (1) qualitatively analyze a statistically rep-
resentative sample of 384 files from a population of almost
250K C programming language files collected from over 11K
GitHub repositories and find that developers use goto in C
files for error handling (80.21+5%) and cleaning up resources
at the end of a procedure (40.36 & 5%); and (2) quantita-
tively analyze the commit history from the release branches
of six OSS projects and find that no goto statement was re-
moved/modified in the post-release phase of four of the six
projects. We conclude that developers limit themselves to
using goto appropriately in most cases, and not in an un-
restricted manner like Dijkstra feared, thus suggesting that
goto does not appear to be harmful in practice.

Harmful [11]. This is one of the many works of Dijkstra
that is frequently discussed by software practitioners [25]
and researchers alike (more than 1,300 citations according
to Google Scholar and almost 4000 citations according to
ACM Digital Library as of Aug 15, 2014). This article has
also resulted in a slew of other articles of the type global
variables considered harmful [32], polymorphism considered
harmful (24], fragmentation considered harmful [16], among
many others. In fact, Meyer claims that as of 2002, there
are thousands of such articles, though most are not peer-
reviewed [15].

Indeed, Dijkstra’s article [11] has had a tremendous im-
pact. Anecdotally, several introductory programming courses
instruct students to avoid goto statements solely based on
Dijkstra’s advice. Marshall and Webber [19] warn that when
programming constructs like goto are forbidden for long
enough, they become difficult to recall when required.

Dijkstra’s article on the use of goto is based on his de-
sire to make programs verifiable. The article is not just an
opinion piece; as Koenig points out (7], Dijkstra provides
strong logical evidence for why goto statements can intro-
duce problems in software.

“We conclude that developers
limit themselves to using goto
appropriately, [not] like Dijkstra
feared, [thus] goto does not
appear to be harmful in practice.’

 Public exchange based on reasoning by argument (rationalist arguments)...
... finally tackled by one empirical study nearly 50 years later.

Edsger Dijkstra . Go To Statement Considered Harmful. Communications of the ACM, 1968.
Frank Rubin. ”GOTO Considered Harmful" Considered Harmful. Communications of the ACM, 1969.
Donald Moore et al. " 'GOTO Considered Harmful' Considered Harmful" Considered Harmful?" Communications of the ACM, 1987.

Nagappan et al. An empirical study of goto in C code from GitHub repositories, 2015.
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Key Takeaway

 The current state of evidence in
Software Engineering is still weak
* Practical relevance and impact?

* Potential for transfer into practice and
adoption?

* But there is hope...

 Importance of empirical research
recognised

 Growth of a strong research
community over last two decades

“Close enough. Let’s go.”



Outline

« What is Empirical Software Engineering?

« Why do we need Empirical Software Engineering?



Empirical Software Engineering Community
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Goals and perspectives in
Empirical Software Engineering

1. Provide tools and methods for empirical research
2. Establish strong Software Engineering theories

3. Eradicate conventional wisdom (“leprechauns”)

Various settings

* Industry settings

* Research initiatives from the community
 Publicly funded research projects
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Example 1:
Industry setting
(as part of a Academia-industry collaboration)

SIEMENS
Ib\g,%uf(yforb‘fe

Challenge: Role and Relevance of RE to Business Success unclear
Goal: “Find the proper Problem before solving it properly”
Exemplary question: “How does Customer Satisfaction depend on RE?”



How relevant is RE to business success?

1. How is RE conducted
at project level?

[ How does customer
satistfaction depend on
factors in RE?

Document ——
Analysis —

R e S
P

Interviews —7=

3. What factors do

influence the way RE is
conducted?
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How does Customer Satistaction depend on RE?

* Interviews of different roles in different project settings
* Root cause analysis of customer satisfaction to phenomena in RE

Customer

Satisfaction




RE is a recognised basis for...
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Example 2:
Research initiatives

Background: Requirements Engineering research often dominated by
conventional wisdom

Challenge: What research topics are of high practical relevance?

[ Y
0. 000 What are practices and problems in practical
:‘ .: *NapiRe  Requirements Engineering environments?
How do practitioners perceive the relevance of
‘ :; Pract contributions by the RE research community?
( . How do practitioners perceive the relevance of
= RE standards?

Exemplary initiatives in context of IREB working group (“IREB Research”)



apire L VAMING the Pain in Requirements Engineering

Objectives: Build theory on RE practices used in industry and
on problems practitioners experience

Research method: Large-scale survey research

Practices Problems, causes, and effects

WWww.napire.org



First theory on Requirements Engineering practices and
problems supporting problem-driven research

Causes

Context Effects
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See yourself and play with the interactive data visualisation:
www.napire.org

The NaPiRE Project Data and Publications NaPiRE Data Visualisation

Explore NaPiRE Data
Interactive data visualisation

o .
0.0

°.®,.0 _Naming the Pain in
‘e’ e NaPiRE

Create Custom Visualisations

Naming the Pain in Requirements Engineering (NaPiRE) constitutes a globally distributed family of surveys on Requirements Engineering (RE) practices and
problems, initiated by Daniel Méndez and Stefan Wagner in 2012. It is nowadays conducted by an internationally distributed alliance of software engineering
researchers with the goal to help the research community getting a better understanding of general industrial trends in Requirements Engineering (RE) and problems
faced therein. NaPiRE is an academic (non-profit and open) endeavour which aims at establishing the first holistic theory on industrial practices and problems in RE.

We started NaPiRE by elaborating an initial theory via synthesising results of existing, isolated studies in RE and running initial surveys in Germany and the
Netherlands. Soon, NaPiRE became a large-scale and long-term collaboration between members of the empirical software engineering research community which
now runs NaPiRE as a bi-yearly family of replicated surveys. The research initiative is run by the community with the purpose of serving the community and

constitutes the first and largest of its kind.

Each survey replication strengthens the initial theory and extends it with a particular focus on:

e the status quo in company practices and industrial experiences,
e problems and how those problems manifest themselves in the process, and
e what potential success factors for RE are.



See yourself and play with the interactive data visualisation:
www.napire.org

The NaPiRE Project Data and Publications NaPiRE Data Visualisation

Overview | Characterisation | Practices | Problems | Customer Relationship

In this section you can explore the data of the most recent NaPiRE : ‘ ‘. o
survey run. It is organized according to the main sections of the
survey,

o the characterization of the organisation,

¢ their documentation & elicitation techniques,

o their problems regarding requirements engineering,
e and their rating of their customer relationship

By opening the filter section on the far left side, you can adjust the
underlying dataset for the visualizations

Note: This is the public beta version of the visualisation
of the NaPiRE Dataset 2018 which will be continuously
updated and extended.

Summary
———jumber of Surveys: 488
¥
Average Team Size: 27 o /

Top Development Process: Rather plan-driven

Average Respondent's 9 Years
Experience:

Average Relationship to neutral
Customer:

Average Satisfaction in RE:  Very satisfied



See yourself and play with the interactive data visualisation:

www.napire.org

The NaPiRE Project Data and Publications NaPiRE Data Visualisation

Filter Panel

You can make use of several different filters to only
display data which matches specific criteria.

Company Characteristics v

Requirements Elicitation Techniques v

Requirements Documentation Techniques

Requirements Problems v

Rated Causes, Problems & Effects v <

Reset All Apply Filters




See yourself and play with the interactive data visualisation:
www.napire.org

Quiz

What is the most frequently stated
problem companies face in RE when
using a rather agile software
development process model?

(2) Incomplete or hidden requirements

@ Unprecise / Unmeasurable requirements

@ Communication problems

* Prize
Ericsson Space sweater ©



See yourself and play with the interactive data visualisation:
www.napire.org

Quiz

What is the most frequently stated
problem companies face in RE when
using a rather agile software
development process model?

‘ Incomplete or hidden requirements

O Unprecise / Unmeasurable requirements

O Communication problems

* Prize
Ericsson Space sweater ©



Example 3:
Publicly funded research projects

S.LR.I

reThink=reThought

Background: Empirical software engineering is advancing already, but it
needs to integrate multiple competences:

* Data-centric automation
* Value orientation
* Human-centricity

Goal: Extend empirical SE to solve next generation SE problems.

https:/ /rethought.se



See yourself: www.rethought.se
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Outline

« What is Empirical Software Engineering?
« Why do we need Empirical Software Engineering?

« What are the perspectives in Empirical Software Engineering?



Key Takeaways

Sci hmehdh
hgd tlm th l fmp cism* t

Empirical research is important to turn
software engineering into a scientific discipline

The state of evidence in Software
Engineering is still weak

Empirical Software Engineering Community

The growth of a community of empirical
researchers and practitioners is promising

We are now entering the next generation of
empirical Software Engineering research




